**Lab Exercise 9.1 – Using cuBLAS – A CUDA Library for Linear Algebra Operations**

**Objective:**

* Understand how to utilize cuBLAS (CUDA Basic Linear Algebra Subprograms) for GPU-accelerated matrix operations.
* Learn how to link and use cuBLAS in a CUDA C++ program.
* Execute and compare performance for matrix multiplication using cuBLAS.

**1. What is cuBLAS?**

cuBLAS is NVIDIA’s GPU-accelerated version of the BLAS library. It provides high-performance matrix and vector operations optimized for CUDA-enabled GPUs.

Key operations include:

* Vector addition/scaling
* Matrix-vector multiplication
* Matrix-matrix multiplication

**2. Requirements:**

* CUDA Toolkit installed
* A CUDA-enabled GPU
* g++ and nvcc (NVIDIA compiler)

**3. Program: Matrix Multiplication using cuBLAS**

#include <iostream>

#include <cublas\_v2.h>

#include <cuda\_runtime.h>

#define N 2 // Size of square matrices

int main() {

// Host matrices

float h\_A[N \* N] = {1.0, 2.0, 3.0, 4.0};

float h\_B[N \* N] = {5.0, 6.0, 7.0, 8.0};

float h\_C[N \* N]; // Result

// Device matrices

float \*d\_A, \*d\_B, \*d\_C;

cudaMalloc((void\*\*)&d\_A, N \* N \* sizeof(float));

cudaMalloc((void\*\*)&d\_B, N \* N \* sizeof(float));

cudaMalloc((void\*\*)&d\_C, N \* N \* sizeof(float));

// Copy host data to device

cudaMemcpy(d\_A, h\_A, N \* N \* sizeof(float), cudaMemcpyHostToDevice);

cudaMemcpy(d\_B, h\_B, N \* N \* sizeof(float), cudaMemcpyHostToDevice);

// Create cuBLAS handle

cublasHandle\_t handle;

cublasCreate(&handle);

// Matrix multiplication: C = alpha\*A\*B + beta\*C

const float alpha = 1.0f;

const float beta = 0.0f;

// cuBLAS is column-major, so the order of A and B is swapped

cublasSgemm(handle,

CUBLAS\_OP\_N, CUBLAS\_OP\_N,

N, N, N,

&alpha,

d\_B, N, // B is passed first

d\_A, N,

&beta,

d\_C, N);

// Copy result back to host

cudaMemcpy(h\_C, d\_C, N \* N \* sizeof(float), cudaMemcpyDeviceToHost);

// Display result

std::cout << "Result matrix C = A x B:" << std::endl;

for (int i = 0; i < N \* N; i++) {

std::cout << h\_C[i] << " ";

if ((i + 1) % N == 0) std::cout << std::endl;

}

// Clean up

cublasDestroy(handle);

cudaFree(d\_A);

cudaFree(d\_B);

cudaFree(d\_C);

return 0;

}

**4. Explanation:**

* Matrices are stored in row-major order on the host but cuBLAS expects column-major.
* cublasSgemm performs single-precision matrix multiplication.
* alpha and beta control scaling (you can make C = A\*B directly with alpha = 1, beta = 0).

**5. Compilation:**

Use the following command to compile:

nvcc -o matrix\_mul\_cublas matrix\_mul\_cublas.cu -lcublas

Then run:

./matrix\_mul\_cublas

**6. Expected Output:**

Result matrix C = A x B:

19 22

43 50

Which corresponds to the multiplication:

[1 2] [5 6] [1×5+2×7 1×6+2×8] [19 22]

[3 4] × [7 8] = [3×5+4×7 3×6+4×8] = [43 50]

**7. Conclusion:**

This lab shows how to:

* Set up GPU memory
* Use cuBLAS for matrix multiplication
* Transfer results back to the host

**Detailed Explanation of the Code Using cuBLAS**

The code provided demonstrates how to perform matrix multiplication using **cuBLAS**, which is a GPU-accelerated BLAS (Basic Linear Algebra Subprograms) library provided by NVIDIA. Specifically, this code performs a matrix multiplication using the cublasSgemm function.

Let's break down each part of the code in detail:

**1. Create cuBLAS Handle**

cublasHandle\_t handle;

cublasCreate(&handle);

* **cublasHandle\_t handle**: This is a handle that represents a cuBLAS context. A context in cuBLAS is needed to manage and track operations.
* **cublasCreate(&handle)**: This function initializes the cuBLAS library and creates a handle that will be used to execute cuBLAS functions (like matrix multiplication). The handle needs to be passed as the first argument to each cuBLAS function.

**2. Matrix Multiplication Formula**

const float alpha = 1.0f;

const float beta = 0.0f;

* **alpha** and **beta** are scaling factors for the matrix multiplication operation. The matrix multiplication formula in cuBLAS is:

C=α⋅A⋅B+β⋅CC = \alpha \cdot A \cdot B + \beta \cdot CC=α⋅A⋅B+β⋅C

In this case:

* + **alpha = 1.0f**: This means the result of A \* B will be multiplied by 1.0.
  + **beta = 0.0f**: This means the existing values in matrix C will be scaled by 0.0, essentially ignoring the current values of C and overwriting them with the result of the matrix multiplication.

These values are passed as pointers to the cublasSgemm function, and they control how the result matrix C is computed.

The constants alpha and beta in the cublasSgemm() function are **scalars** that control how the result matrix C is computed:

C=α⋅A⋅B+β⋅CC = \alpha \cdot A \cdot B + \beta \cdot CC=α⋅A⋅B+β⋅C

While alpha = 1.0f and beta = 0.0f are commonly used for a pure matrix multiplication (C = A \* B), **you can set them to other values** depending on your use case.

**Examples of Other Values and Their Effects**

| **alpha** | **beta** | **Resulting Formula** | **Use Case** |
| --- | --- | --- | --- |
| 1.0f | 1.0f | C = A \* B + C | Accumulate new product result into existing C |
| 2.0f | 0.0f | C = 2 \* A \* B | Scale result by a factor of 2 |
| 1.0f | -1.0f | C = A \* B - C | Subtract old C from the new product result |
| 0.5f | 0.5f | C = 0.5 \* A \* B + 0.5 \* C | Average of the new result and the old content of C |
| 0.0f | 1.0f | C = C | No change – this skips the multiplication and keeps the current C |
| 1.0f | 2.0f | C = A \* B + 2 \* C | Adds the current result to twice the previous value in C |

**3. Matrix Multiplication Using cublasSgemm**

cublasSgemm(handle,

CUBLAS\_OP\_N, CUBLAS\_OP\_N,

N, N, N,

&alpha,

d\_B, N, // B is passed first

d\_A, N,

&beta,

d\_C, N);

This line calls the **cublasSgemm** function, which is used for matrix multiplication in cuBLAS. Here's a detailed breakdown of the parameters:

**Function Signature:**

cublasStatus\_t cublasSgemm(cublasHandle\_t handle,

cublasOperation\_t transa, cublasOperation\_t transb,

int m, int n, int k,

const float \*alpha,

const float \*A, int lda,

const float \*B, int ldb,

const float \*beta,

float \*C, int ldc);

**Parameters:**

1. **handle**: The handle created earlier, representing the cuBLAS context.
2. **CUBLAS\_OP\_N**: This indicates that the matrices A and B will **not** be transposed before the multiplication. The first argument (CUBLAS\_OP\_N) corresponds to matrix A, and the second (CUBLAS\_OP\_N) corresponds to matrix B.
   * CUBLAS\_OP\_N means **no transpose**.
   * CUBLAS\_OP\_T would indicate that the matrix is to be transposed.
   * CUBLAS\_OP\_C means the conjugate transpose.
3. **N**: This is the dimension of the square matrices A, B, and C. Specifically, A is an N x N matrix, B is also N x N, and C will be an N x N matrix.
4. **alpha**: This is the scalar multiplier for the result of the matrix multiplication A \* B. In this case, alpha = 1.0f, so the result of A \* B will be scaled by 1.
5. **d\_B, N**: This is the pointer to matrix B, and N is the leading dimension of matrix B. In cuBLAS, matrices are stored in **column-major order**, so N represents the stride between successive columns of B in memory.
   * d\_B is a pointer to the device memory where matrix B is stored.
   * The second argument N represents the leading dimension (lda) of matrix B, which is typically the number of rows in B. Since B is N x N, lda is simply N.
6. **d\_A, N**: This is the pointer to matrix A and its leading dimension. Again, d\_A points to the device memory where matrix A is stored, and N is the leading dimension (lda) of A.
7. **beta**: This is the scalar multiplier for the matrix C. In this case, beta = 0.0f, so the existing values in C are ignored and replaced by the result of the multiplication.
8. **d\_C, N**: This is the pointer to matrix C, which will store the result of the matrix multiplication. The leading dimension (ldc) of matrix C is also N.

**Matrix Dimensions:**

* **Matrix A**: N x N
* **Matrix B**: N x N
* **Matrix C**: N x N (output matrix)

**Order of Matrices in the Operation:**

cuBLAS uses **column-major** order, meaning matrices are stored such that the elements of each column are stored contiguously in memory. Therefore, the order of multiplication is slightly different compared to other libraries that may use row-major order. In cuBLAS, matrix B is passed **first** and matrix A is passed **second** in the function call. This is because of the way the library is optimized for column-major storage.

**4. Result of Matrix Multiplication**

Once the cublasSgemm function is executed, the result of the matrix multiplication A \* B is stored in matrix C. Since beta = 0.0f, the initial values of C are ignored and replaced by the result of alpha \* A \* B.

**Summary of Key Points:**

* **cuBLAS handle**: Required for cuBLAS functions to track the cuBLAS context.
* **Matrix multiplication formula**: C = alpha \* A \* B + beta \* C, with alpha = 1.0f and beta = 0.0f, meaning the result of A \* B will be directly stored in C.
* **Column-major order**: cuBLAS uses column-major order, so matrix B is passed **first** in the multiplication operation.
* **Matrix dimensions**: The matrices are all N x N, and the multiplication is performed using cublasSgemm, which is optimized for matrix-matrix multiplication on the GPU.

The constants CUBLAS\_OP\_N, CUBLAS\_OP\_T, and CUBLAS\_OP\_C in cuBLAS are used to **control how each input matrix is interpreted** before being used in operations like matrix multiplication (e.g., in cublasSgemm). These flags **do not modify the matrix data** itself; they only tell cuBLAS how to **treat the matrix** internally.

**Purpose:**

When calling a cuBLAS routine like:

cublasSgemm(handle, transA, transB, m, n, k, &alpha, A, lda, B, ldb, &beta, C, ldc);

The transA and transB parameters can be:

**1. CUBLAS\_OP\_N — No Transpose**

* **Meaning**: Use matrix A or B as-is.
* **Effect**: cuBLAS will treat the input matrix as **not transposed**.
* **Example**:
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**2. CUBLAS\_OP\_T — Transpose**

* **Meaning**: Use the **transpose** of matrix A or B.
* **Effect**: cuBLAS will **interpret** the matrix as transposed (without modifying the actual matrix).
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* **Use Case**: You want to multiply a matrix by the **transpose of another**, or align shapes for multiplication.

**3. CUBLAS\_OP\_C — Conjugate Transpose (Hermitian)**

* **Meaning**: Use the **conjugate transpose** of matrix A or B.
* **Effect**: For **complex matrices**, it conjugates and transposes.
* **Example**:
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where A^H is the Hermitian (conjugate transpose) of A.

* **Use Case**: Required when dealing with **complex numbers** in quantum simulations, signal processing, etc.

**Why Use These?**

1. **Save Memory**: You don’t need to create a separate transposed matrix in memory.
2. **Performance**: cuBLAS internally handles transposition efficiently, avoiding manual transpose operations.
3. **Shape Flexibility**: Helps match dimensions during multiplication:
   * If A is 3x2 and B is 3x4, you can’t multiply directly. But with:

CUBLAS\_OP\_T for A // Now A becomes 2x3

the multiplication becomes valid.

**Matrix Shapes for Examples:**

Let's say we have:

* A: a **2×3** matrix
* B: a **3×4** matrix
* C: will be a **2×4** matrix (as output)

**1. Example: No Transpose (CUBLAS\_OP\_N, CUBLAS\_OP\_N)**

// C = A \* B

cublasSgemm(handle,

CUBLAS\_OP\_N, // A: 2×3

CUBLAS\_OP\_N, // B: 3×4

2, 4, 3, // m, n, k (A: m×k, B: k×n)

&alpha,

d\_A, 2, // lda = number of rows in A

d\_B, 3, // ldb = number of rows in B

&beta,

d\_C, 2); // ldc = number of rows in C

**Result**: Standard matrix multiplication:
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**2. Example: Transpose A (CUBLAS\_OP\_T, CUBLAS\_OP\_N)**

// A is 3×2 (we treat it as transposed)

cublasSgemm(handle,

CUBLAS\_OP\_T, // Transpose A: becomes 3×2

CUBLAS\_OP\_N, // B: 3×4

3, 4, 2, // m = rows of A^T, n = cols of B, k = rows of A

&alpha,

d\_A, 2, // lda = leading dim of original A

d\_B, 3,

&beta,

d\_C, 3); // ldc = m

**Result**:

![](data:image/png;base64,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)

* **Use case**: You want to use the transpose of A without allocating new memory.

**3. Example: Transpose B (CUBLAS\_OP\_N, CUBLAS\_OP\_T)**

// B is 4×3, but we use its transpose (i.e., 3×4)

cublasSgemm(handle,

CUBLAS\_OP\_N, // A: 2×3

CUBLAS\_OP\_T, // Transpose B: becomes 3×4

2, 3, 4, // A: 2×4, B^T: 4×3

&alpha,

d\_A, 2,

d\_B, 4,

&beta,

d\_C, 2);

**Result**:
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**4. Example: Conjugate Transpose (CUBLAS\_OP\_C)**

For **complex matrices**, this is especially useful.

Let’s say cuComplex \*d\_A is a matrix of complex numbers. Then:

cublasCgemm(handle,

CUBLAS\_OP\_C, // conjugate transpose A

CUBLAS\_OP\_N,

m, n, k,

&alpha,

d\_A, lda,

d\_B, ldb,

&beta,

d\_C, ldc);

**Result**:
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where AHA^HAH is the **conjugate transpose** of A.

* **Use case**: Signal processing, quantum computing, FFTs — where complex math is standard.